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Unix Training

Unix is an Operating system (OS) developed in Bell laboratories.

Unix is multi-tasking, multi-user, high secure and very high performance os

In Unix OS we can customize according to own requirement.

Unix is Open Source.

Unix is command base OS.

Unix flavors

Sun : Solaris

IBM : AIX

Apple : MAC

HP : HP-UX

Google : Android

Unix

And

Linux :it is GUI base

Shell : It is a command or instruction given to kernel through System call to execute some task.

Cd

Shell

1. Read line from standard input device (each of these line is called pipe line).
2. Splits the command into tokens.
3. Checks the token to see If it is a keyword.
4. Check the first word alias.
5. Then execute the command.

Unix Commands

1. echo
2. print
3. date --date ‘Date Format’: check other formats.
4. date +%d-%M-%Y : check other formats.

**File system :**

**pwd** : current directory path.

**ls** : it display all files and folder present in current directory.

mkdir folderName : This command is use to create the folder or directory

mkdir folderName folderName folderName : this command is use to create more than one folder.

rmdir folderName : This command is use to delete the folder.

cd folderName : this command is use to move inside a folder.

mv oldFolderName newFolderName : This command is use to change the folder.

folderName start with pre-fix . consider as hidden folder.

mkdir .folderName

ls : this command is use to display. Non hidden folder.

ls –a : This command I use to show normal as well as hidden folder.

Mv oldFolderName .folderName : This command is use to hide the folder.

cd .. : this command is use to move to parent directory of current directory.

cd ~ : this command is use to move to root directory.

Unix file system

Creating the file in Unix

1. cat command :
   1. creating file using cat command

cat > filename.txt : it create the new file with allow to enter the contents inside a file.

* 1. Reading the content from file using cat command

Cat < filename.txt or cat filename

* 1. Cat >> filename : this command is use to append the content in existing file.

1. Touch filename : This command is use to create the empty file

Touch filename filename filename

1. Using echo

echo “Welcome to Unix Training “ > filename

head and tail command :

head –n filename : this command is use to display the top n number line from a file

tail –n filename : this command is use to display the bottom n number of line from a file

wc : word count :

wc –l filename : number of lines

wc –w filename : number of words

wc –c filename : number of character

cp : copy the content from one file to another file.

cp sourcefilename destinationfilename.

Delete the file

rm filename

rm –I filename : it ask the confirmation to delete the file.

ls folderName : This command is use to display directory details.

rmdir folderName This command is use to delete the folder if folder is empty.

rm –r folderName This command is use to delete the folder doesn’t matter folder empty or contains set of files.

Filter command : flat file : in a file data entered by using delimiter ie space , \_, tab etc.

Employee.txt file with few records

cut -c 1 Employee.txt : 1 index position

cut -c 3 Employee.txt : 3 index position

cut -c 3-6 Employee.txt : 3 to 6 range index position

cut -d ' ' -f2 Employee.txt : -d delimiter ‘ ’ space f2 2nd columns

cut -d ',' -f1 Manager.txt : -d delimiter ‘,’

paste Employee.txt : display the content

paste –s Employee.txt : serial format

paste Employee.txt Manager.txt both file contents.

Tr ( translate command)

This command is use to translate data from one format to another format.

tr SET1 SET2 < Employee.txt

search SET1 content and replace by SET2 contents in file.

tr abcde ABCDE < Employee.txt

a-z A-Z < Employee.txt

tr ' ' , < Employee.txt

tr [:lower:] [:upper:] < Employee.txt : please work more pre-defined keywords to translate the content from file.

sort Employee.txt : ascending order as 1st field

sort –r Employee.txt : descending order

sort -k2 Manager.txt k2 send field

sort -k2 -t ',' Manager.txt -t delimiter ‘,’ by default space consider.

EmployeeInfo.txt

Id,Name,Salary,Desg, City, DeptId

4,Raj,19000,Developer,Bangalore,10

2,Raju,18000,Developer,Delhi,20

5,Ramesh,15000,Developer,Bangalore,20

8,Ajay,12000,Developer,Delhi,10

9,Vikash,19000,Developer,Bangalore,20

6,Ram,12000,Developer,Delhi,20

7,Vijay,18000,Developer,Bangalore,10

1. Sort by Id
2. Sort by city
3. Sort by City and sub sort by DeptId

Note : column name not sort(ignore).

GREP Commands GREP Global Regular Express Print

Grep command actually search then the content in file base upon the pattern.

The grep command mainly divided into three parts.

1st grep command followed by pattern to search in file and then filename or contents.

grep 'e' grepdemo.txt : display the line where e character present

grep –i 'e' grepdemo.txt : ignore case sensitive

grep -c -i 'E' grepdemo.txt : it display the number of line where E character present.

grep -n -i 'e' grepdemo.txt : it display the line which contains e character as well as it display the line numbers.

Please work more GREP Commands

SED : The SED command Unix stands for stream editing commands.

Using SED command we can modify the contents of the file.

SED command in Unix basically use search and replace the text or contents from a file.

Pipe commands

Pip e command is use to combine more than command

So first command execute it provide the output and that is input for another command.

echo “Welcome to Unix Training “ |

SED command

1. Read a line from input stream
2. Execute the command on a line
3. Display the result on output stream.

In SED command we use s and g

S : substitution

G : means many occurrence.

sed s/Raj/'Raj Deep'/g seddemo.txt

sed s/EE/i/ seddemo.txt

sed s/ee/i/g seddemo.txt

sed s/ee/i/ seddemo.txt

sed '2 s/R/r/g' seddemo.txt

sed -i s/Raj/'Raj Deep'/gi seddemo.txt : this command search, replace and update in same file.

sed s/'Hor r you'/'How are You'/g a.txt

SED commands

Day 2

06-09-2021

**Awk : awk is one of the most powerful tool in Unix use for processing the rows and column in the file base upon the delimiter.**

**Syntax**

**Awk ‘BEGIN {start\_action} {action} END {stop\_action}’ filename**

**Start action : initialization**

**Action : looping**

**End action : at the last**

**awk -F ',' '{print $0}' Employee.txt : display all rows**

**awk -F ',' '{print $1}' Employee.txt : display specific fields from a file**

**awk -F ',' '{print $2}' Employee.txt : display specific fields from a file**

**NF : Number of Fields**

**NR : Number of records**

**GREP : grep is useful if you want to quickly search data from line or file that match our pattern. It also return some other simple information like matching number, match count, and file names**

**SED : it is use when you want to make any changes in a file base upon the pattern match. If allow you to easily match part of line, makes modification and print out result or update in file.**

**AWK : it is entire programming language. Build around reading any type of file (CSV (comma separated values) style file, processing records and optionally print out the result.**

**File access permission**

**File**

**Types of users**

1. **File owner**
2. **Group owner**
3. **Others**

**U -> it represent the owner**

**G -> it represent group of owner**

**O-> it represents any other user but not belong to user group.**

**Permission for regular file**

1. **Open file : Read mode**
2. **Write file or modify : write mode**
3. **Execute : Read and Execute**

**ls –l filename : this command is use to display the properties of a file.**

1. **First field display - : means it is a file**
2. **The owner has over the file. rw**
3. **The group has over the file. r**
4. **Other people has over the file r**
5. **Fifth : number of links for that folder or file. 1**
6. **User that own the file or directory**
7. **Group details.**
8. **Size of the file in byte**
9. **Time when last modification happen**
10. **File name**

**chmod : change mode**

**chmod <permission> <filename>**

**code**

**a : all**

**u : user**

**g : group**

**o : other**

**+ : add**

* **: remove**

**R : read , w : write , x : execute**

**0 🡪 no permission**

**1 🡪 execute permission**

**2 -> write permission**

**4 🡪 read permission**

**4 + 2 +1 : 7 (read, write and execute)**

**4+0+1 : 5 (read, no write and execute)**

**4+0+0 : 4 (read, no write and no execute)**

**chmod 754 fileName**

**User 🡪 read, write and execute**

**Group 🡪 read, no write and execute**

**Other 🡪 read, not write and execute**

**Chmod 777 filename**

Shell scripting

A shell is a program that takes command typed by user and send the instruction to kernel through system call and Kernel run the command.

A shell is a program that acts as the interface between you and the Unix or Linux operating system.

Types of Shell

1. The Bourne Shell
2. Sh : Posix
3. Ssh : Korne shell
4. Bash :
5. C shell
   1. csh
   2. Tops tcsh

sudo apt install shellName

shell programming

we can do shell programming using two ways

1. You can type a sequence of command and allow the shell to execute them interactively.
2. You can store those commands in a file and you can run the file.

VI Editor

Open the file with vi editor

vi filename.txt

1. Command mode
2. Insert mode
3. Exit mode

Open the open the file to move from command mode to insert mode we have write i

Then write the contents

To come out from insert mode to command mode we have to click esc key.

To save the write :w

To quite the file :q

To save and quite : wq!

**Shell scripting**

You create the file and write one or more command and save the file with extension .sh

Variable : variable is a name which hold some value and the value can change during the execution of a program.

2 types

1. pre-defined variable : This provide the OS details. All pre-defend variable are in upper case. When we are using those variable we have to start with $ symbol.
2. User-defined variable

Taking the value through keyboards

1. Command line arguments.

sh ./filename firstargument secondarguemnt thirdargument

$1 : first parameter

$2 : second parameter

$3 : third parameter

$0 : script file name

$\* : number of arguments

$# : all arguments .

1. Using read property

-gt

-gte

-lt

-lte

-eq

-ne
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Oracle SQL and Pl SQL

C, C++, Java, Python etc.

Input read a,b

Process sum = a+b

Output display sum

File handling programs

API : Application Programming interface.

Store the data permanently

1. File base system

File base system limitation

1. We can store same data again and again ie data redundancy(duplicate records).
2. Data is not a secure. (read or write mode).
3. CRUD Operation is very complex (Create, Read, Update and Delete).
4. Consistency ( format of the file, type of file etc).

Data : raw facts.

Information : processed data or meaningful data.

Database : it is used to store the data in table format using column and row.

DBMS : Database Management System. It is a software which help to store the data in a table format.

Excel DBMS.

Employee

Id Name Salary

100 Raj 12000

101 Raju 14000

102 Mahesh 16000

103 Rajesh 18000

Database Model

1. Hierarchical model: two tables or files are connected to each other from top to bottom like parent and child relationship.

1. Network model
2. Relational model : logical relationship between two tables.

Trainer\_Students\_Details

TId TName Tech Sid SName age

100 Raj Java 1 Seeta 21

100 Raj Java 2 Reeta 22

100 Raj Java 3 Meeta 23

100 Raj Java 4 Veeta 24

Trainer

PK

TId TName Tech

100 Raj Java

101 Raju Python

Students

PK FK

SId SName Age TSId

1 Reeta 21 100

2 Meeta 22 100

3 Veeta 23 101

4 Leeta 24 101

Database Model

RDBMS : Relational Database management system.

Dr. EF Codd’s Rules : 12 rules 0 to 11 rules.

In DBMS : Table column row

In RDBMS : Relation attribute or fields tuple

RDBMS :

Database Name Company

MySQL Sun Micro system (Oracle) : 8.x

Oracle Oracle

Db2 IBM

Sql Server 2020 Micro soft

Application Layer to interact with the Database Server

Console (Command prompt) or GUI

SQL : Structure Query Language :

SQL divided into 5 sub category.

1. DRL or DQL (Data Retrieval/Query Language)
2. DDL (Data Definition Language)
3. DML (Data Manipulation Language)
4. DCL (Data Control Language)
5. TCL (Transactional Control Language).

80 to 85% query is common in all RDBMS database.

MySQL : by default username in MySQL : root

show databases : to display all database available in MySQL Database.

use databaseName : to switch or move inside a database.

create database databaseName: This command is use to create the database

show tables; This command is use to display all tables present in that database.

Oracle : by default oracle username and password

scott and tiger.

show databases

in Oracle database the login name itself is database consider.

scott is database in my machine for oracle sever.

Oracle database provide 1 pre-defined table ie tab. This table help to display all pre-defined or user-defined table name available in your account.

This query is use to find all table available in our account.

select \* from tab;

select \* from tableName;

employees

departments

job\_history

jobs

locations

select \* from tableName;

RDBMS is case insensitive but values are case sensitive.
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Select \* from tab; This command is use to display all pre-defined or user-defined table present in you’re a account.

Select \* from tableName;

Select \* from employees;

Select \* from departments

Select \* from locations;

Select \* from employees;

DRL or DQL : Data query or retrieval language

Select clause

select columnname, columnName,columnName from tableName;

desc employees; This command is use to provide the table structure.

Column alias : temporary name for the column

Select columnName as columnAlias from tableName;

select employee\_id as emp\_id,first\_name as fname,salary as emp\_salary from employees;

or

select employee\_id emp\_id,first\_name fname,salary emp\_salary from employees;

maths operation on column if column contains numerical value.

select employee\_id,first\_name,salary,salary+500 as gross\_salary from employees;

|| This operator is use to combine two columns as one column.

select first\_name||last\_name from employees;

Display the output as

Employee\_id, Full\_name, Basic\_Salary,HRA, DA, PF, Gross\_Salary

Salary is basic salary

Hra is 10% on salary

Da is 5% on salary

Pf is 7% on salary

Gross salary is hra + da –pf +salary

Where clause : where clause is use to filter the data.

Relational operators

select \* from tableName where columname RO value;

>

>=

<

<=

=

!= or <>

select \* from employees where salary > 15000;

select \* from employees where employee\_id < 150;

select \* from employees where salary = 17000;

select \* from employees where hire\_date='28-SEP-97';

select salary from employees where first\_name = 'Steven';

between operator (range selection)

select \* from tableName where columnName between minValue and maxValue

select \* from employees where salary between 5000 and 10000

select \* from employees where employee\_id between 110 and 120

oracle by default date format consider as dd-mon-yy

We can use between operator for date column also.

In operator (in operator is use to check more than one specific value).

Select \* from employees where employee\_id in(110,116,112,118);

Select \* from employees where job\_id in(‘IT\_PROG’,’ST\_MAN’,’PU\_CLERK’);

Like operator

Select \* from employees where first\_name=’Steven’

Select \* from employees where first\_name like ‘Steven’;

% zero or 1 or many

select \* from employees where first\_name like '%n' : end n character

select \* from employees where first\_name like 'A%' : start with A character

select \* from employees where first\_name like '%e%' : contains e character

select \* from employees where first\_name like '\_e%' : 1st character can be anything and 2nd must be 2 character.

not null : column doesn’t contains any value.

select first\_name,salary,commission\_pct from employees where commission\_pct is null;

and, or, not

and means both the condition must be true

or means any one condition must be true

not if condition true it make it false and vice-versa.

Select \* from employees where employee\_id=100 and first\_name like ‘Steven’;

Select \* from employees where job\_id like ‘IT\_PROG’ and salary > 10000;

Select \* from employees where job\_id like ‘IT\_PROG’ or salary > 10000;

Select \* from employees where first\_name not like ‘Steven’;

Select \* from employees where job\_id not like ‘IT\_PROG’;

Select \* from emplyees where salary not between 5000 and 10000

Select \* from employees where hire\_date not in(’01-mar-90’)

Select \* from employees where commission\_pct is not null

Order by clause : this clause is use to do the sorting may be ascending or descending order.

select employee\_id,first\_name,salary from employees order by salary asc;

select employee\_id,first\_name,salary from employees order by salary desc;

select employee\_id,first\_name,salary from employees order by salary;

we can do multi sorting

select employee\_id,first\_name,salary from employees order by salary asc;

select employee\_id,first\_name,salary from employees order by salary desc;

select employee\_id,first\_name,job\_id,salary from employees order by job\_id, salary desc;

Join :

Create table table1(srno int, name varchar(10), salary float)

Create table table2(accno int, name varchar(10), amount float)

Join is use to retrieve the records from one or more than one table with out without conditions.

1. Cartesian product :

select srno,salary, accno, amount from table1, table2;

output is m \*n

select srno,salary, table1.name,accno, amount from table1, table2;

select srno,salary, table2.name,accno, amount from table1, table2;

select srno,salary, table1.name,table2.name,accno, amount from table1, table2;

table alias

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1, table2 t2;

Equi – join : display common records present in both the tables.

Using where clause

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1, table2 t2 where t1.name = t2.name;

equi join also known as inner join.

On clause

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1 inner join table2 t2 on t1.name = t2.name;

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1 join table2 t2 on t1.name = t2.name;

outer join

left outer join : common + left side or first table remaining records

where clause :

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1, table2 t2 where t1.name = t2.name(+);

on clause

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1 left outer join table2 t2 on t1.name = t2.name;

right outer join : common + right side or second table remaining records.

Where clause

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1, table2 t2 where t1.name(+) = t2.name;

on clause

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1 right outer join table2 t2 on t1.name = t2.name;

full join : common + left and right side both table remaining records.

select t1.srno,t1.name,t1.salary,t2.accno,t2.name,t2.amount from table1 t1, table2 t2 where t1.name(+) = t2.name;

Employees 10 employees

6 employee working in projects.

Projects 5 projects

3 project started.

Equi join and inner join : display all employee details in project with project details.

Left outer join : display all employee details with the people working in project as well as not working in projects.

Right outer join : display project details with employee details if any employee working in that project or not.

Equi join

select emp.first\_name,emp.salary,dept.department\_name from employees emp,departments dept where emp.department\_id=dept.department\_id;

left outer join

select emp.first\_name,emp.salary,dept.department\_name from employees emp,departments dept where emp.department\_id=dept.department\_id(+);

right outer join

select emp.first\_name,emp.salary,dept.department\_name from employees emp,departments dept where emp.department\_id(+)=dept.department\_id;

self join : joining the same table itself is known as self join

while join concept it is not mandatory column name must be same but it contains same type of values with data types.

select emp1.first\_name,emp1.job\_id,emp2.first\_name from employees emp1, employees emp2 where emp1.manager\_id= emp2.employee\_id;

Reports

Self join

Lex is a Ad\_VP Report to Steven, He/She is Pred.

Self join with equi join : makes sure records not repeat.

Lex is a Administration Vice President Report to Steven, He/She is President.

Alexzander is a Programmer Report to Steven, Report to He/She is Administration Vice President.

Oracle functions

Function is to write set of instruction to perform specific task.

Function mainly divided into two types.

1. Pre-defined function
2. User-defined function : Pl SQL

Oracle provide lot of pre-defined function

2 types

1. Single row function : This function apply the function functionality to each records individually and return every row of tables.
2. Multi row function : This function apply the function functionality to all table records or base upon the group and it return only one single output.

Every function take one or more than one parameter and return the value.

String function

select first\_name,upper(first\_name) from employees;

select \* from dual; This function is use to check the function functionality.

select upper('raj'), lower('RAJ'), initcap('raj') from dual;

select substr('rajdeep',2),substr('rajdeep',2,5) from dual;

select length('raj deep') from dual;

number function

select round(345.678,0) from dual;

select round(345.678,1) from dual;

select round(345.678,2) from dual;

select round(345.678,3) from dual;

select round(344.678,-1) from dual;

select round(344.678,-2) from dual;

select round(644.678,-3) from dual;

select trunc(345.678,0) from dual;

select trunc(345.678,1) from dual;

select trunc(345.678,2) from dual;

select trunc(345.678,3) from dual;

select trunc(344.678,-1) from dual;

select trunc(344.678,-2) from dual;

select trunc(644.678,-3) from dual;

select ceil(10.1), ceil(10.9), floor(10.1), floor(10.9) from dual;

date function

select sysdate from dual;

select ceil(10.1), ceil(10.9), floor(10.1), floor(10.9) from dual;

select sysdate from dual;

select add\_months(sysdate, 2) from dual;

select next\_day(sysdate,'Mon') from dual;

select months\_between(sysdate, '01-jan-21') from dual;

1. display all employee first\_name, salary, numberofyearexp from employees
2. display only those employee details whose year of experience is > 20 employee first\_name, salary, numberofyearexp from employees

DDL and DML
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Multi row functions

Multi row function also known as aggregate functions.

Sum, max, min, avg and count

Multi row function combine more than one records base upon the groups. By default the whole table itself is consider as one group. We can make sub group base upon some property or attribute.

select sum(salary) from employees;

select max(salary) from employees;

select min(salary) from employees;

select avg(salary) from employees;

select count(manager\_id) from employees

select count(commission\_pct) from employees;

select count(employee\_id) from employees;

select count(\*) from employees;

select first\_name,salary,commission\_pct from employees;

select first\_name,salary,nvl(commission\_pct,0) from employees;

select count(nvl(commission\_pct,0)) from employees;

group by clause

select sum(salary) from employees group by job\_id;

select sum(salary) from employees group by department\_id;

select sum(salary) from employees group by manager\_id

select job\_id, sum(salary) from employees group by job\_id;

select job\_id, sum(salary) from employees group by job\_id;

select department\_id,sum(salary) from employees group by department\_id;

select department\_id,sum(salary),max(salary) from employees group by department\_id;

having clause : having is like a where clause but having clause must be use after group by clause.

Where clause condition apply for individual records and having clause condition apply for group of records.

select department\_id,sum(salary)from employees group by department\_id having sum(salary) > 50000

select department\_id,sum(salary)from employees group by department\_id having sum(salary) > 50000

select department\_id,sum(salary)from employees where department\_id <> 100 group by department\_id having sum(salary) > 50000

select department\_id,sum(salary)from employees where department\_id <> 100 group by department\_id having sum(salary) > 50000 order by department\_id asc;

sub query

query within another query is known as sub query.

Syntax

Outer query (inner query)

Outer query (inner Query (Inner Inner query))

Find the person name whose salary is greater than average salary of all employee working in organization or working in some particular department.

In sub query inner query will execute and it generate the output or result and that output is input for outer query.

Inner query can return single row or multiple row(make sure query must be retrieve single column).

Single row sub query : aggregate operator or condition with primary key.

Relational operator >, <, >=, <=, =, <> or !=

Multi row sub query: in,

relational operator with any

relational operator with all

Inner query if return more than one records I you want to apply relational operator with any or all.

First we have to check inner query maximum and minimum condition values.

Max 🡪12000

Min 🡪 6900

>all : greater than maximum salary of inner query.

select first\_name,salary from employees where salary >all (select salary from employees where department\_id=100);

>any : greater than minimum salary of inner query

select first\_name,salary from employees where salary >any (select salary from employees where department\_id=100);

exists

select \* from employees where EXISTS (select \* from departments where department\_id=1000)

if inner query return records then outer query display the records.

DDL and DML :

Data definition language

Syntax to create the table

select avg(salary) from employees;

select avg(salary) from employees where department\_id=100

select first\_name,salary from employees where salary > 6461

select first\_name salary from employees where salary > (select avg(salary) from employees)

select first\_name from employees where job\_id in (select job\_id from employees where department\_id=90)

select first\_name from employees where department\_id in (select department\_id from departments where location\_id=1400)

desc departments

select \* from departments

select first\_name,salary from employees where salary >any (select salary from employees where department\_id=100);

select \* from employees where EXISTS (select \* from departments where department\_id=1000)

Create table

Syntax

Create table tableName(columnName datatype, columnName datatype)

create table employee(id int, name varchar(10),salary float,dob date)

create table employee(id number(2), name varchar2(10),salary number(10,2),dob date)

DML : Data Manipulation language

DDL :

drop table name; It remove table with all records.

Alter command

1. add new column to existing table.

alter table employee add desg varchar(2)

1. drop column from existing table

alter table employee drop column dob

1. modify the column data type size.

alter table employee modify desg varchar(10)

DML

Insert

Update :

Update tableName set columnName = value;

update employee set salary = 45000

Above query update all records but if you want to update with condition then we have to use where clause.

update employee set salary = 35000 where id =100;

update employee set salary = 37000 where name like 'Ravi';

both the condition must be satisfy.

update employee set salary = 40000 where id = 102 and name like =’Ramesh’;

if any condition satisfied

update employee set salary = 40000 where id = 102 or name like =’Ramesh’;

if we want to update more than value with one or more condition

update employee set salary = 42000, name = ‘Raj Deep’ where id = 100;

delete query :

delete from tableName; : it delete all records.

delete from employee

Delete with specific conditions.

delete from employee where id = 100

delete from employee where id = 101 and name like ‘Raj’

delete from employee where id = 101 or name like ‘Raj’

This is query is part of DDL

truncate table tableName; it remove all records but maintain the table structure.

delete, drop and truncate difference

truncate and drop is a part of DDL

drop : it remove table structure as well as all records.

Truncate : it remove all records but maintain the table structure.

With truncate we can’t use where clause.

Truncate we can’t use rollback (TCL command).

delete is part of DML

delete remove all the records if we fire query without conditions.

We can use where clause.

If we deleted record using delete query we can rollback with TCL concept (rollback and commit).
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**Keys :**

A key can be apply for attribute (column or fields) or combination of more than one fields that is used to identity unique records.

Some keys are concept and some key we can apply in table

empId,fname,lname,age,phonenumber, accno, typeofaccount, amount, pancard, cusid, custName, custName,mgrid, mname, projected, typeofproject, clientid, client,startdate, enddate etc.

Super key : an attribute or a combination of more than one attribute that is used to identify the records uniquely.

Empid

Pancard,

Accno

Custid,

Mgrid

Clientid

stdId

empid, fname

empid,fname,lname

empid,accnumber

empid,pancardId

empid,pancardid,accnumber

Candidate key : it can be defined as minimum super key or irreducible super key is known as Candidate key.

Empid PK

Pancard,

Accno

Custid,

Mgrid

Clientid

stdId

Primary key : primary key is a type of candidate key that is use by the database designer for unique identification of each row in the table.

In single table we can make only one column can be primary key.

If the column is a primary it doesn’t allow duplicate as well as doesn’t allow null value.

Unique key : in table we can make more than one column as unique key. Unique key doesn’t allow duplicate but it can allow by default null value.

Foreign key : A foreign key is an attribute which is use to link or refer to primary key of same table or different table.

If column is a foreign key it allow only those value which present in primary key.

Foreign key can allow duplicate value.

It can allow null value.

In single table we can create more than one column as foreign key.

Composite primary key :if we use multiple column or attribute which is use to create the primary key that key is know as composite primary key.

Both the column independently allow duplicate and null value. but the combination must be unique ness.

Alternate key : alternate key can be any of the candidate key except primary key.

Surrogate key : This key is use to insert unique records for the primary key.

Ie mysql auto\_increment and in Oracle database we have to use sequence.

Constraints :

Constraints is use to restrict the use or programmer not to insert invalid data.

Some constraints we can use in table level.

Some constraints we can use in column level

Some constraints we can use column level and table level.

EmployeeDetails

PK not null >21 25000 to 50000 phnumber default GWG

Empid FName LName Age Salary unique

**Relationship :**

4 types of relationship

One – primary key and many – foreign key

1. one – to – many Trainer and Student
2. many – to –one Employee – Project
3. one – to – one Person – Passport -🡪 shared primary key.
4. many – to – many Students --- Technologies.

Trainer primary table

PK

TId TName Tech

Student secondary table

PK FK

SId SName Age TSId

Students

PK

SId SName

1. Raj
2. Ravi
3. Ramesh

Technologies

PK

TId Tech

100 C

101 C++

102 Java

103 Python

Student\_tech

CPK

SId TId

1 100

1 102

2 102

3 100

3 101

3 102

3 103

PL SQL : Procedure Language or Programming Language on SQL.

Using SQL we can execute only one query at time. May the query retrieve or effect more than one records.

If we want to execute more than one query with terms and conditions we have to depends upon the other programing language like Pro \* C or Java or Python.

Pl SQL block

2 types of block

1. Anonymous block
2. Named block
   1. Function
   2. Procedure or stored procedure.

Anonymous block

keywords

declare optional

variable declaration

begin

sql and non sql code.

exception option

end;

begin

end;

variable : Pl SQL provide variable concept which help to store the value and value can change during the execution of a program.

Scalar variable : this variable is used to store only single value.

datatype variableName;

datatype variableName := value;

pl sql program to declare the variable and display the value

declare

n number(10);

m number(10) := 100;

fname varchar(10) := 'Raj Deep';

dob date :='20-mar-21';

begin

dbms\_output.put\_line(n);

dbms\_output.put\_line(m);

dbms\_output.put\_line('The value of n is '||n);

dbms\_output.put\_line('The value of m is '||m);

dbms\_output.put\_line('Name is '||fname);

dbms\_output.put\_line('DOB is '||dob);

end;

select query we can’t use direct inside Pl SQL block

so if we want to use select clause in pl sql we have to take the help of into clause and make sure the query retrieve only one records ie with primary key.

Select tablecolumnName1, tablecolumnName2 …. Into variableName1,variableName2 from tableName where primary key conditions.

While retrieving records from user-defined table or pre-defined table in Pl SQL we have to keep the track the column contains what type of data types as well as size of data types.

Variable anchor type

Syntax

variableName tableName.columnName%type

if statement in pl sql

if else

if else if

switch using case

looping

Scalar data type : it is used to store only one value.

number, string, date etc.

Pl SQL Composite data type: it is use to store more than one value of same or different types.

2 types

1. Collection : same type of values.
2. Records : different type of values.

Collection is type of composite data type which is use to store same type values and we can access using index position.

1. Varray : The varray is in short we can say array. The number of elements going to store in varray must be known at the time of its declaration.
2. Table : it is also known as a associate array. It is use to store the information the form key-value pairs. Each key should be unique index. The data type of key can be integer or string type.

varray Syntax

type arraytypename is varray(5) of varchar(10);

type is a keyword, arraytrrypename is a user-defined data type , is keyword varray is a pre-defined object with size of keyword and varchar datatype with size.

variablename arraytypename;

table syntax

type tableRefName is table of varchar(10) index by varchar(10);

names tableRefName;

records : it is a type of composite data type which is used to store different type of values(more than different type of scalar values).

Syntax to create the reference

type record\_ref\_name is record(

variableName datatype,

variableName datatype

);

record\_variableName record\_ref\_name

declare

v\_id number(10):=100;

type emp\_record\_ref is record(

v\_name varchar(10),

v\_salary number(10,2)

);

emp\_record emp\_record\_ref;

begin

select first\_name,salary into emp\_record.v\_name,emp\_record.v\_salary from employees where employee\_id = v\_id;

dbms\_output.put\_line('Name is '|| emp\_record.v\_name);

dbms\_output.put\_line('Salary is '|| emp\_record.v\_salary);

end;

rowtype attribute : it is use to copy all columnname as well as datype with size in records variables.

Syntax

record\_name tableName%rowtype;

in this syntax columname consider as record member name if we access through records variable name.

Cursor : A cursor is s temporary memory created when we execute any sql query within a PL SQL block. Cursor hold the information about DML and Select query. A cursor can hold more than one row but we can process only one row at time. The set of row where cursor hold is known as active set.

2 types of cursor

1. Implicit cursor
2. Explicit cursor

Implicit cursor start with sql followed by pre-defined attribute ie

%found

%notfound

%rowcount

%open

Etc

Explicit cursor : This type of cursor mainly use with select query.

Syntax to create the Explicit cursor

cursor cursor\_name is select clause

4 steps

1. Create the cursor using syntax in declare section
2. Then open the cursor
3. Then fetch the records
4. Then close the cursor

Exception Handling :

Exception is a type of error which occurs when unexpected things happened during the execution of a programs. If any exception generate program terminate abnormally. So Pl SQL provided great features ie exception handling so rather than program terminate abnormally we can display appropriate message to display that type of exception generated.

Syntax

declare

begin

sql and pl sql code

exception

when ex\_name1 then

when ex\_name2 then

when others then

end;

In Pl SQL Exception message divided into three parts

Name of type of exception

Error code

A message

In PL SQL exception are divided into three parts

Pre-defined exception with pre-defined error code.

Zero\_divide

Too-many\_rows

Record\_not\_found

User-defined exception with pre-defined error code.

Primary key with error code -1

User-defined exception with error code within some range.

The error code range must be -20000 to -20999.
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Anonymous block

declare

begin

exception

end;

PL SQL Named block

1. Stored procedure or procedure
2. Function

Store procedure or procedure

create procedure procedureName

as

begin

set of statement ie sql or non sql

end procedureName;

after created procedure successfully we have to call this procedure using procedure name.

calling can be through another procedure or anonymous block.

Procedure with passing parameter mode (by default mode is in mode consider)

1. In parameter : pass value or read only
2. Out parameter : return value or write only
3. In out parameter : pass and return read and write both.

Note : don’t provide size for parameter variable dynamically allocate the memory.

Function : function is also known as named block.

Function must be return one value using return keyword mandatory.

Procedure may or may return with out parameter

But function must be return one value mandatory with return keyword.

Syntax to create the function

create or replace function functionName

return datatype

localvarible declaration;

begin

return value;

end functionName;

Trigger : trigger is a type of special store procedure which get call automatically or fire when we execute any DML(Insert/Delete/Update) operation on table.

Syntax

Create or replace trigger triggerName

Before/after

Insert/delete/update

on tableName

for each row

begin

end triggerName;

oracle database provide sequence concept which help to auto generate the number one by one

create sequence sequenceName

sequenceName.nextval-🡪 increment the value by previous value.

sequenceName.currvalue 🡪 it insert or display current value.

trigger provided pre-defined property :old and :new

package : package is a collection of variable, records, cursor, function and procedure. Package is when two procedure or function etc have same name different purpose.

Raj and 123

HDFC withdraw

HSBC withdraw

In Pl SQL package divided into 2 parts

Package header : declaration of all member

Package body : implementation of member
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Pointer

Dynamic memory allocation

malloc and calloc

Cobol

Fortan

Pascal

C is a basic structure programming language developed in 1972.

So we can use C for general purpose as well as specific purpose.

Structure of C programming language

Pre processing instruction

Global declaration -🡪 operation

Pre-defined function()

{

Declaration section

Set of Statements

}

User-defined functions() {

}

GCC (GNU C Compiler).

Connect the unix terminal

Create the folder as

mkdir CPrograms

cd CPrograms

vi welcome.c

create the program

then compile the program using command as

gcc programname.c

after compile by default one file create ie. a.out or a.exe

to run the program we have use the command as

a.exe -🡪window

./a.out 🡪 unix

If you want to create our out or exe file

Then run the command as

gcc welcome.c -o welcome

Then run the program using command

./welcome

Data types : Data type is a type of data which tells what type of data it can hold.

1. Basic data types : integer, float, char and double.
2. Derived data types : array pointer, structure and union.

Variable declaration syntax

datatype variablename;

datatype variableName= value;

Taking the value through keyboards using scanf() functions

Operator :

Arithmetic Operator : +, -, \*, /, %

Logical operator &&, ||, !

Conditional operator : >, >=, <, <=, ==, !=

Assignment operator : =

Increment and decrement operator : ++, --

Bitwise operator : &, ! etc

Ternary operator : condition ? true:false;

If statement

1. Simple if

If(condition) {

}

1. If else

if(condition) {

}else {

}

1. Nested if : If within another if.

If(condition) {

If(condition) {

}else {

}

}else {

If(condition){

}

}

1. If else if or if ladder

If(condition) {

}else if(condition) {

}else if (condition) {

}else {

}

switch(variable) {

case label: block1;

break;

case label: block1;

break;

case label: block1;

break;

default : wrong block

break;

}

switch, case, break and default are keywords.

Variable must be type of int or char family.

Looping

It is use to execute set of statement again and again till the condition become false.

Three types of loop

while loop

do while loop

for loop

any type of loop

initialization : start and end position

condition : make sure it must be true

increment and decrement

int a;

array : array is used to store the same type of value.

syntax

datatype arrayName[size];

int abc[10];

We can retrieve the array value using index position start form 0.

function : function is use to write the set of instruction to perform a specific task.

With help of function we can do re-usability the code.

returnType functionName(parameterList) {

function body;

}

Void ; void means no return type

Int, float, char, double , array return type.

4 types

1. Function no passing parameter and no return type.
2. Function with passing parameter but no return type.
3. Function passing parameter and return value
4. Function with no passing parameter but return the value

Pointer : Pointer is a normal variable which is used to store the address of another variable.

Syntax for pointer variable declaration

datatype \*pointerVariable;

so using pointer variable can do some maths operation on address with help of pointer variable.
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Maths operation on address through pointer.

Return more than value using pointer ie call by value and call by reference.

Call by value

1. A copy of value is passed to function
2. If we do any changes inside the function for parameter variable it doesn’t reflect in another or main function.
3. In call by value concept separate memory get created for actual and formal arguments.

Call by reference

1. An address of value is passed to function.
2. Changes made inside a function is reflected outside the function also.
3. In this concept actual and format arguments will be created in same memory location.

C String :

Combination of more than one character is known as string. In C language every string end with null character \n.

Structure :

Structure is a user-defined data type which is used to store different type of values.

Syntax

struct structureName {

datatype variableName;

datatype varableName;

};

This structure syntax we can do inside main function or outside.

The variable which is part of structure is known as structure member. So we can’t access structure member directly.

To access structure member we have to create the structure variable.

Malloc and calloc : dynamic memory allocation.

Array or structure of array is known fixed memory size.

In C language we can create dynamic memory using malloc and calloc function or library

Syntax

variableName = (datatype\*)malloc(n\*sizeof(datatype))

enum

static keyword

Java : deep and shallow copy
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C

OOPs language

object : it is any real world entity.

Properties or state--🡪 have -🡪 variable / fields

Person

Behaviour -🡪do/does ---🡪 function / methods

Bank

Animal

Pen

Computer

Table

class : it is a blue print of object or template of object.

C++

C++ = C+ OOPs concept

C++ is a partial object oriented programming language.

C++ it is a platform dependent programming language.

Java

Initial Name of Java is Oak. 1991

In Nov 1995 rename from Oak to Java.

Java is developed by James gosling and team.

It was belong to sun micro system now part of Oracle.

Version 1.0 Java 16.

Java was open source but not now it is commercial.

Java 8.

Syntax

class className {

fields;

methods;

}

className must be follow pascal naming rules.

If class name contains one world then first letter must be in upper case.

If it contains more than one world each world first letter upper case.

Test

Employee

EmployeeInfo

ManagerDetails

Demo.java

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to Java");

}

}

You have to save the program with name as

Demo.java

To compile the program we have to use the command as

javac Demo.java : After compile successfully to run the program we have to use the command as

java Demo

Welcome program

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to Java");

}

}

Welcome message with print, println and printf

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to Java");

System.out.print("Welcome to Java");

System.out.printf("Welcome to Java");

}

}

**Data Types :**

Types of data types

2 types

1. Primitive data types : it is used to store only value :

8 types

1. byte 1 byte
2. short 2 byte
3. int 4 byte
4. long : without decimal number 8 byte
5. float 4 byte
6. double : with decimal number 8 byte
7. char : any single character 2 byte
8. boolean : true or false 1 bit
9. Non primitive or reference data types : it is used to store value as well as another data type reference.

4 types

1. Array
2. class : pre-defined or user-defined class
3. interface : pre-defined or user-defined interface
4. enum

variable declaration and display the value of variable

class Demo {

public static void main(String args[]) {

int a=10;

System.out.println(a);

System.out.println("The value of a is "+a);

}

}

Type casting :

Converting one data type to another data type is known as type casting.

2 types

1. implicit type casting
2. explicit type casting

int family

----------------------------🡪 implicit type casting ----------------🡪

byte short int long

🡨-----------------------explicit type casting ---------------------------

(type)variabeName;

class Demo {

public static void main(String args[]) {

byte a=10;

short b =a;

System.out.println(a);

System.out.println(b);

short c =20;

byte d = (byte)c; // explicit type casting

System.out.println(c);

System.out.println(d);

}

}

int to float or double family

by default every decimal number is consider as double and double by default size is 8 byte so we can’t store the double value in float.

Example

class Demo {

public static void main(String args[]) {

int a=10;

float b=a;

System.out.println(a);

System.out.println(b);

//float c = (float)20.20;

float c = 20.20f;

int d = (int)c;

System.out.println(c);

System.out.println(d);

}

}

Operator :

instanceOf

if statement

if else

nested if

if else if

switch statement : variable type can be string type.

Looping

While loop

Do while loop

For loop

Taking the value through keyboards in Java

1. Scanner class
2. BufferedReader
3. DataInputStream
4. Command line argument

Scanner is a pre-defined class part of util package.

Syntax to create the scanner class object.

Scanner obj = new Scanner(System.in);

Scanner class contains lot of pre defined methods

nextByte();

nextShort();

nextInt();

nextLong();

nextDouble();

nextFloat();

nextBoolean();

String name = obj.next(); it is use to receive only one world

String fname = obj.nextLine() it is use to receive more than one world. This method terminator is enter key.

//import java.util.\*;

import java.util.Scanner;

class Demo {

public static void main(String args[]) {

String msg = "Welcome to Java Training";

System.out.println(msg);

Scanner obj = new Scanner(System.in);

System.out.println("Enter the id");

int id = obj.nextInt();

obj.nextLine(); // it use to hold the enter the key

System.out.println("Enter the name");

String name = obj.nextLine();

System.out.println("id is "+id);

System.out.println("name is "+name);

}

}

Reference data type

Array : array is used to store more than one value of same data types.

Syntax

datatype arrayName[];

int abc[10]; C or C++

int abc[]; Java

array declaration in java

class Demo {

public static void main(String args[]) {

int abc[];

int []abc1;

int abc2 [];

int[] abc3;

}

}

for each loop and enhanced loop

for(datatype variableName : arrayName) {

}

class Demo {

public static void main(String args[]) {

int num[]={10,20,30,40,50,60,100,140,10,56,78,999};

System.out.println(num[0]);

System.out.println(num[1]);

System.out.println("Size of array is "+num.length);

System.out.println("Using for loop");

for(int i=0;i<num.length;i++) {

System.out.println(num[i]);

}

System.out.println("Using for each loop or enhanced loop");

for(int n : num) {

System.out.println(n);

}

}

}

Creating memory size for array

datatype arrayName[]=new datatype[size];

int num[]=new int[10];

21-09-2021

OOPs (Object oriented Programming system).

object : any real world entity

properties or state 🡪 have

Person

Behaviour 🡪do/does

Car

Bank

Animal

class : class is a blue print of object or template of object or user-defined data types which help to create the object.

Object creation syntax

className objectRefName = new className();

objetRefName.method()

objetRefName.variablename= value;

Car class with object concept

class Car {

int wheel;

String color;

float price;

void start() {

System.out.println("Car Start");

}

void appliedGear() {

System.out.println("Applied Gear");

}

void moving() {

System.out.println("Car is moving");

}

void stop() {

System.out.println("Car Stop");

}

}

class CarTest {

public static void main(String args[]) {

System.out.println("Main method");

Car innova = new Car(); // heap memory

innova.start();

innova.stop();

}

}

Type of variable or fields

In java variable are divided into three types

1. Instance variable :
   1. The variable which declare outside class but inside a method is known as instance variable.
   2. All instance variable hold default value with respective their data types. like int family 0, float family 0.0, char space, Boolean false, String null.
   3. We can use all instance variable directly inside a all methods but method must be part of same class and it must be non-static method.
2. Local variable
   1. The variable which declare inside a method is known as local variable.
   2. Local variable doesn’t hold default value we have to initialize.
   3. The scope of the variable within that block where it declare.
3. Static variable

Instance variable and local variable example

class Car {

int wheel;

String color;

float price;

void start() {

int temp=0;

System.out.println("Car Start");

System.out.println("Wheel"+wheel);

System.out.println("Color"+color);

System.out.println("price"+price);

System.out.println("temp "+temp);

}

void stop() {

String msg="Welcome";

System.out.println("Car Stop");

System.out.println("Wheel"+wheel);

System.out.println("Color"+color);

System.out.println("price"+price);

System.out.println("msg "+msg);

}

}

class CarTest {

public static void main(String args[]) {

System.out.println("Main method");

Car innova = new Car(); // heap memory

innova.start();

innova.stop();

}

}

Constructor : it is a type of special method which help to create the memory.

Pts

1. Constructor have same name as class itself.
2. Constructor doesn’t contains return type not even void also.
3. Constructor no need to call it will call automatically when we create the object.

Constructor example

class Car {

Car() {

System.out.println("Object created...");

}

void display() {

System.out.println("display method");

}

}

class CarTest {

public static void main(String args[]) {

Car innova = new Car(); // heap memory

innova.display();

innova.display();

innova.display();

innova.display();

Car swift = new Car();

swift.display();

}

}

In the life of the object if we want to perform any task only one time that type of task we have to write inside a constructor.

If we want to perform a task more than one time that type of code we have to write inside methods.

If we doesn’t write any constructor in class by default java compiler provide default constructor. Default constructor is always empty constructor.

If we write explicitly empty or parameterized then there is no default constructor.

Parameterized constructor

class Abc {

int a,b,sum;

Abc() {

a=10;

b=20;

}

Abc(int x, int y) {

a=x;

b=y;

}

void setValue(int x, int y) {

a=x;

b=y;

}

void addNumber() {

sum = a+b;

}

void display() {

System.out.println("Sum is "+sum);

}

}

class Demo {

public static void main(String args[]) {

Abc obj1 = new Abc(); obj1.display(); // sum =0

Abc obj2 = new Abc(); obj2.addNumber(); obj2.display(); // sum =30

Abc obj3 = new Abc(); obj3.addNumber(); obj3.display(); // sum =30

Abc obj4 = new Abc(100,200); obj4.addNumber(); obj4.display(); // sum = 300

Abc obj5 = new Abc(); obj5.setValue(1,2); obj5.setValue(3,4); obj5.addNumber(); obj5.display(); // sum = 7

}

}

Encapsulation : binding or wrapping data and code in a single unit is known as Encapsulation.

Class

class Employee {

String name;

float salary;

void display() {

System.out.println("Name is "+name);

System.out.println("Salary is "+salary);

}

}

class Demo {

public static void main(String args[]) {

Employee emp1 = new Employee();

emp1.salary = 12000;

emp1.name = "Raj";

emp1.display();

}

}

When instance variable and local variable have same name then local variable hide the visibility of instance variable. But if you want to refer the instance variable inside a method we have to use this.instancevaraibleName.

Another encapsulation example

class Employee {

private String name;

private float salary;

void setValue(String name, float salary) {

this.name = name;

//this.salary = salary;

if(salary <0) {

this.salary = 8000;

}else {

this.salary = salary;

}

}

void display() {

System.out.println("Name is "+name);

System.out.println("Salary is "+salary);

}

}

class Demo {

public static void main(String args[]) {

Employee emp1 = new Employee();

//emp1.salary = -12000;

//emp1.name = "Raj";

emp1.setValue("Raj",-12000);

emp1.display();

}

}

Polymorphism : one name many forms or many implementation.

2 types

Compile time run time

Static binding dynamic binding

Early binding late binding

Ex : Ex

Method overloading Method overriding

Method Overloading : The method have same name but different parameter list (type of parameter of list or number of parameter list must be different).

Inheritance : Inheritance is use to inherits or acquire properties and behaviour of old class to new class.

class OldClass { super class, base class or parent class

properties

behaviour

}

class NewClass extends OldClass{ sub class, derived class or child class

properties

behaviour

}

With the help of super class objet we can access only its own properties and behaviour. But with the help of sub class object we can access its own as well as super class properties and behaviour.

Simple example of inheritance

class A {

void dis1() {

System.out.println("A class dis1 method");

}

}

class B extends A{

void dis2() {

System.out.println("B class dis2 method");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new A();

B obj2 = new B();

obj1.dis1();

obj2.dis2();

obj2.dis1();

}

}

Types of inheritance

1. Single inheritance : one super class and one sub class

class A { }

class B extends A { }

1. Multilevel inheritance : one super class and n number of sub classes connected one by one

class A { }

class B extends A {}

class C extends B{}

class D extends C {}

1. Hierarchical inheritance : one super class and n number of sub classes directly connected to super class.

class A { }

class B extends A {}

class C extends A {}

class D extends A {}

1. Multiple inheritance : more than one super class and one sub class.

class A { }

class B { }

class C extends A,B { } : but Java doesn’t support this type of inheritance using class. it can support using interface.

Oops relationship :

1. Is a relationship : Inheritance : using classes or interfaces.
2. Has a relationship : inside one class we are creating another class object.

Manager/ Developer Is a Employee

class Manager extends Employee {

}

class Employee {

Address add = new Address();

}

class Developer extends Employee{

}

class Address {

}

Super class must be generic and sub class must be specific.

Has a relationship

1. Association
2. Aggregation
3. Composition

class A {

B obj zero or 1 or many

}

class B {

A obj zero or 1 or many

}

To make association we have to create either side one or many object.

class Manager {

Address ladd, padd 1 or many

}

class Address {

}

It is a type of association but it is known as week association. So it is known as aggregation

class Student {

StudentHistory sh 1 or many

}

class StudentHistory {

}

It is a type of association but it is known as strong association. So it is known as composition.

Hierarchical inheritance example

class Bike {

void speed() {

System.out.println("60km/hr");

}

}

class Honda extends Bike{

void color() {

System.out.println("Red");

}

}

class Pulsar extends Bike{

void color() {

System.out.println("Black");

}

}

class Demo {

public static void main(String args[]) {

Honda hh = new Honda(); hh.color(); hh.speed();

Pulsar pu = new Pulsar(); pu.color(); pu.speed();

}

}

Method overriding

The method have same name and same method signature (ie type of parameter list, number of parameter list and return type must be same).

Annotation : annotation is known as a meta-data. Meta-data means data about data.

Java provide lot pre-defined annotation. All annotation start with @ followed by name of the annotation.

Few annotation we can use in class level or method level or property level.

@Override

Method overriding and super.methodName() example

class Bike {

void speed() {

System.out.println("60km/hr");

}

}

class Honda extends Bike{ // re-usability

void color() {

System.out.println("Red");

}

}

class Pulsar extends Bike{

@Override

void speed() { // method overriding

System.out.println("90km/hr");

}

void color() {

System.out.println("Black");

}

}

class Tvs extends Bike{

@Override

void speed() {

super.speed(); // calling super class speed() method. so merge the code

System.out.println("20km/hr");

}

void color() {

System.out.println("gray");

}

}

class Demo {

public static void main(String args[]) {

Honda hh = new Honda(); hh.color(); hh.speed();

Pulsar pu = new Pulsar(); pu.color(); pu.speed();

Tvs tv = new Tvs(); tv.color(); tv.speed();

}

}

abstract :

1. abstract is a keyword we can use with method and class but not with variable.
2. abstract method : the method without body or incomplete method or without curly braces

syntax

abstract returnName methodName(parameterList);

1. if class contains any abstract method then we have to declare the class as a abstract class

syntax

abstract class classname {

}

1. which ever class extends abstract class that class must be provide the body for all abstract methods mandatory. That class can ignore if that class itself is a abstract class.
2. abstract class we can’t create the object.
3. Abstract class can contains normal as well as abstract methods. It can contains zero or 1 or many abstract methods.
4. Abstract class can contains default constructor as well as we can write parametrized constructor. (constructor use to do initialization).

Abstract example

abstract class Bike {

int wheel;

Bike() {

wheel =4;

}

abstract void speed();

}

abstract class Honda extends Bike{

void color() {

System.out.println("Red");

}

}

class Demo {

public static void main(String args[]) {

//Honda hh = new Honda(); hh.color(); hh.speed();

}

}

static keyword

1. static keyword we can use with variable and method but not with class(if class is inner class we can use static keyword).
2. static variable : if variable is a static we can assign the value for that variable with help of class name. Even though we can assign the value for that variable through object also.
3. If method is static we can call that method with the help of class name. Even though we can call static method with help of object also.
4. Inside a non static method we can access static as well as non static variable directly.
5. But inside static method we can access only static variable directly we can’t access non static variable if you want to access we have to create the object of that class mandatory.

Static example

class Abc {

int a;

static int b;

void dis1() {

System.out.println("Non static method");

System.out.println("a "+a);

System.out.println("b "+b);

}

static void dis2() {

System.out.println("static method");

Abc obj1 = new Abc();

System.out.println("a "+obj1. a);

System.out.println("b "+b);

}

}

class Demo {

public static void main(String args[]) {

Abc.b=10;

Abc obj1 = new Abc();

obj1.b=20;

obj1.a=30;

Abc.dis2();

obj1.dis1();

Abc.dis2();

}

}

Static memory and heap memory

Every class we will get only one static memory. Static memory always belong to class. heap memory always belong to object. Number of object creation equal to number of heap memory will create.
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class Abc {

int a;

static int b;

void dis1() {

System.out.println("Non static method");

System.out.println("a "+a);

System.out.println("b "+b);

}

}

class Demo {

public static void main(String args[]) {

Abc obj1 = new Abc();

Abc obj2 = new Abc();

obj1.a=10;

obj1.b=20;

Abc.b=30;

obj2.a=40;

Abc.b=50;

obj2.b=60;

obj1.dis1(); // a=10 b=60

obj2.dis1(); //a=40 b=60

}

}

Static is like a global to all objects.

Your id, name, salary must be instance variable, working in one project, under one client, under manager they must be static.

final keyword

1. final keyword we can use with variable, method and class.
2. final variable : to declare constant variable we have to use final keyword with variable.
   1. final int A=10;
3. final method : if method is final we can’t override that method but we can use it.
   1. final void dis() {

}

1. final class : if class is final we can’t inherits that class or can’t extends.
   1. final class classname {

}

Final example

final class A {

final void dis1() {

System.out.println("dis1 method");

}

}

class B extends A {

/\*void dis1() {

System.out.println("dis1 method override by B class");

}\*/

}

class Demo {

public static void main(String args[]) {

final int A=10;

System.out.println(A);

//A=20;

B obj1 = new B();

obj1.dis1();

}

}

interface : interface is known as 100% pure abstract class till java7 version.

It is also known as reference data types.

Syntax

Interface interfaceName{

fields;

methods;

}

In interface all fields are public static and final by default.

And all methods are public and abstract by default.

interface A {

public static final int A=10;

int B=20;

public abstract void dis1();

void dis2();

}

Like class one interface can extends another interface. Interface can extends more than one interface.

Class always implements interface. Class can implements more than one interface.

Access specifiers rules while overriding the methods

Super class / interface Sub

public public

protected public

protected

default (nothing) public

protected

default (nothing)

private we can’t override

class and interface example

interface A {

int M=10;

void dis1();

}

interface B {

int N=20;

void dis2();

}

interface C extends A,B{ // using interface we can achieve multiple inheritance.

int O=30;

void dis3();

}

class D implements A,B {

public void dis1() {

System.out.println("A interface method");

}

public void dis2() {

System.out.println("B interface method");

}

}

class Demo {

public static void main(String args[]) {

D obj1 = new D();

obj1.dis1();

obj1.dis2();

}

}

Difference between abstract class and interface

1. interface contains only constant or final variable abstract class can contains normal as well as final variable.
2. Interface contains all abstract methods but abstract class can contains normal as well as abstract methods.
3. Interface can extends more than one interface abstract class can extends only one class.
4. Normal class or abstract class can implements more than one interface but interface can’t extends or implements to class.

Common points

1. Which ever class extends abstract class or implements interface that class must be provide the body for all abstract method belong to that abstract class or interface.
2. We can’t create the object of interface as well as abstract class.

this, this(), super and super()

class A {

int n=10;

}

class B extends A{

int n=20;

void dis1() {

int n=30;

System.out.println("local variable n is "+n);

System.out.println("instance variable n is "+this.n);

System.out.println("super variable n is "+super.n);

}

}

class Demo {

public static void main(String args[]) {

B obj1 = new B();

obj1.dis1();

}

}

**this()** : this() parameter is use to invoke same class constructor or it is use to achieve constructor chaining

this() or this(parameter) we have to use inside a constructor only and it must be first statement inside a constructor.

This() example

class Employee {

Employee() {

this(10); // calling int parameterized constructor

System.out.println("()");

}

Employee(int id) {

this(11,"Ramesh");

System.out.println("(int)");

}

Employee(int id, String name) {

System.out.println("(int,string)");

}

}

class Demo {

public static void main(String args[]) {

Employee emp1 = new Employee();

//Employee emp2 = new Employee(10);

//Employee emp3 = new Employee(11,"Raju");

}

}

Another this()

class Employee {

int id;

String name;

float salary;

Employee() {

this.id = 123;

this.name = "Unknown";

this.salary = 8000;

}

Employee(int id) {

this();

this.id = id;

}

Employee(int id, String name) {

this(id);

this.name = name;

}

Employee(int id, String name, float salary) {

this(id,name);

this.salary = salary;

}

void dis() {

System.out.println("Id is "+id);

System.out.println("Name is "+name);

System.out.println("Salary is "+salary);

}

}

class Demo {

public static void main(String args[]) {

Employee emp1 = new Employee(); emp1.dis();

Employee emp2 = new Employee(100); emp2.dis();

Employee emp3 = new Employee(101,"Ramesh"); emp3.dis();

Employee emp4 = new Employee(102,"Raju",15000); emp4.dis();

}

}

super() :

By default every sub class constructor contains super() as the first statement. It use to call the super class constructor or constructor chaining from sub class to super class. it call always super class empty constructor if we want to call parameterized constructor we can use super(parameter).

super() example

class Employee {

int id;

Employee() {

System.out.println("Employee class object created..");

}

Employee(int id) {

this.id = id;

System.out.println("Employee class object created..with parameter");

}

}

class Manager extends Employee {

Manager() {

super(10);

System.out.println("Manager class object created..");

}

}

class Demo {

public static void main(String args[]) {

Manager mgr = new Manager();

}

}

Run time polymorphism with object creation

1st Example

class A {

void dis1() {

System.out.println("dis1 method part of A class");

}

}

class B extends A {

void dis1() {

System.out.println("dis1 method part Override by B class");

}

void dis2() {

System.out.println("dis2 method part of B class");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new A(); obj1.dis1();

B obj2 = new B(); obj2.dis1(); obj2.dis2();

//B obj3 = new A(); //creating super class object and sub class reference not possible.

A obj4 = new B(); // creating sub class object and super class reference possible

// with the help of these reference we can call only those method belong to super class

// method overrided at run time.

obj4.dis1(); //obj4.dis2();

}

}

2nd Example

abstract class A {

void dis1();

}

class B extends A {

void dis1() {

System.out.println("dis1 method part Override by B class");

}

void dis2() {

System.out.println("dis2 method part of B class");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new B(); //creating sub class object and abstract class reference possible.

obj1.dis1();

}

}

**3rd Example**

interface A {

void dis1();

}

class B implements A {

public void dis1() {

System.out.println("dis1 method part Override by B class");

}

void dis2() {

System.out.println("dis2 method part of B class");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new B(); //creating sub class object and interface reference possible.

obj1.dis1();

}

}

Interface always use to provide the specification and class provide implementation.

Init block and static block

class A {

A() {

System.out.println("A class constructor");

}

{

System.out.println("init block");

}

static {

System.out.println("Static block");

}

void dis1() {

System.out.println("dis1 method");

}

}

class Demo {

public static void main(String args[]) {

A obj1 =new A();

obj1.dis1();

obj1.dis1();

A obj2 = new A();

}

}

package : package is a known as collection of classes and interfaces.

Package mainly divided into two types

1. User-defined package
2. Pre-defined package.

When we write two classes or interface which have same name but different purpose.

Education

School College pg

Attendance Attedance Attendance

Package is like a directory or folder.

Syntax to create the user-defined package

package packageName;

package com;

class Test {

public static void main(String args[]) {

System.out.println("This is simple package program");

}

}
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Access specifiers : it is use to expose the visibility of class, method, variable or constructor.

4 types

private : we can use this access specifier with instance variable, static variable, non static method, static method, constructor but can’t use with local variable and class.

scope : within a same class.

default : we can use with all.

scope : within a same package.

protected : we can use this access specifier with instance variable, static variable, non static method, static method, constructor but can’t use with local variable and class.

scope : within a same package other package if it sub class.

public : we can use this access specifier with instance variable, static variable, non static method, static method, constructor and class but can’t use with local variable.

scope : same package as well as other package

array object

class Employee

id,name,salary

Employee emp = new Employee();

emp.id

emp.name

emp.salary

syntax

className arrayRefName[]=new className[size];

Employee []employees = new Employee[100];

How many object created 0 or 1 or 100

How many object created of employee class : zero object created

1 object created for array not for employee

Emloyee emp = new Employee();

employees[0]=new Employee();

employees[1]=new Employee();

employees[2]=new Employee();

for(int i=0i<100;i++) {

employees[i]=new Employee();

}

JavaBean class Vs Normal class

Normal class

1. access specifiers may be public or default.

2. all instance variable may private or default.

3. if variable is private to set the value for that variable we have to provide helper method so method name can be anything.

JavaBean class

1. access specifiers must be public

2. all instance variable must be private.

3. for each variable we have to provide setter and getter methods

4. setter method is use to set the value with condition and getter method is use to get the value with conditions.

5. if you want to write constructor (ie empty or parameterized we can write).

Example

class Employee {

private String name;

private float salary;

public void setName(String name) {

this.name = name;

}

public void setSalary(float salary) {

this.salary = salary;

}

public String getName() {

return name;

}

public float getSalary() {

return salary;

}

}

By default every java class it may be pre-defined or user-defined extends Object class. Object is a super class for all classes.

When ever we display reference using println internally it will call toString(). This method is a part of Object class and that method return classname@code. So if you want to display meaningful details we have to override that methods.

Exception handling

Exception is a pre-defined object which occurs when unexpected or abnormal condition during the execution of a programs.

Java

Compile run

javac java

compile time error run time error

syntax error

or

typo error

Run time error

Error Exception

Error and Exception both are pre-defined classes part of lang package. By default every java program imported lang package.

Error : The error which generated at the run time which we can’t handle it. Ex :JVM crash or out of memory or hardware or software issue.

Exception : It is a type of error which generate at the run time which we can handle it. Divided by Zero.

Object

extends

Throwable

extends

Exception

Checked Exception Un checked Exception

RuntimeException

IOException ArithmeticException

FileNotFoundsException ArrayIndexOutOfBoundsException

ClassNotFoundException NumberFormatException

SQLException NullPointerException

etc etc

To handle checked and unchecked exception java provided 5 keywords

1. try
2. catch
3. finally
4. throw
5. throws

unchecked exception

using try and catch block

try {

}catch(Exception e) {

}

Try with single catch block is use to handle generic exception.

Try with multiple catch block : it is use to do the specific task depending upon type of exception.

try {

}catch(ArithmeticException e) {

}catch(ArrayIndexOutOfBoundsException e) {

}catch(NumberFormatException e) {

}

finally block

Finally block will execute 100% sure if any exception generate or not. Catch block execute only if any exception generate no exception no catch block.

Finally block mainly use to close the resource file handling or database resources.

try with combination

Catch catch catch catch finally

Catch finally catch

Catch finally

throw keyword

throws keyword is use to generate or raise the pre-defined or user-defined (custom exception) depending upon the conditions.

Syntax

throw new ExceptionSubClass()

or

throw new Exception();

throws : throws is use to throw the exception to caller method. The exception may be checked or unchecked exception.

Syntax

returnType methodName() throws Exception, ExceptionSubClass {

}
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Multi threading :

Program : set of instruction to perform a specific task.

Processor : processor is responsible to execute the code.

Process : time taken to execute the code or program in execution.

Thread : small execution of a code within a process.

Process is heavy weighted but thread is light weighed thread also known as light weighted process.

By default java is thread base programming language but C or C++ are process base programming language.

In side a main method always default thread will execute.

currentThread() is a pre-defined method part of Thread class. This method is static so we can call with the help of class name and method return type is Thread class reference.

Thread[main,5,main]

Main🡪 name of the thread

5 🡪 priority of the thread

Main 🡪 group of the thread

Min 🡪1 max 🡪 10 norm 🡪5

Multi tasking :

Using 2 ways

1. process based : C or C++
2. thread based : java

2 way we can create more than one thread to do any type of task.

1. Extends Thread class
   1. Create user defined class and extends Thread class.
   2. Create the reference of Thread class
   3. Using reference class start() method (it is a pre-defined part of thread class to make thread ready to run).
   4. Start method internally call run method which is part of Thread class.
   5. So if you want to do any custom logic we have to override run the method.
2. Implement Runnable interface
   1. Create user defined class implements Runnable interface.
   2. Runnable interface contains one method ie run(). So when your class implements Runnable interface we have to override run() method mandatory.
   3. Then create the user-defined class object.
   4. Then we have to create the thread class reference and pass the reference of that class which implements runnable interface.
   5. Then using thread reference you have to call start method.

Thread life cycle

sleep()

wait()

notify()

notifyAll()

Create ------------------🡪runnable--------🡪 --------------------------🡪running ---🡪destroy

obj1 obj1.start() run() i=10

t1 t1.start(); run() j=10

Creating more than one thread in same class in single memory.

Synchronization : Synchronization is use to lock the thread or block the thread or allow for only one thread to use all resources at time.

To achieve synchronization in java we have to use synchronized keyword with methods

wait(), notify() and notifyAll()

wait() method is use to suspend the thread with some condition.

Notify method is use to resume suspended thread.

Using these methods we can achieve inner thread communication concept.

These methods work fine only if we are created more than thread in same memory and method must be synchronized.

Collection Framework

Collection framework is like a data structure in C or C++.

int a; we can store only one value of type int.

int abc[]; we can store more than one value of type int.

class Employee {

int id;

String name;

float salary;

}

Employee emp = new Employee();

emp.id=100;

emp.name= “Raj”;

emp.salary = 12000;

Employee employees[]=new Employee[100];

Array object is known as fixed memory size.

employees can hold only Specific class object.

If we want to add, remove , search and iterate all object from array we have to write code.

Collection framework contains set of collection of classes as well as interfaces which help to store the collection of object or elements of same type as well as different types(primitive type as well as user-defined objects/pre-defined object).

Collection framework provide set of pre-defined methods which help to store, remove, search and iterate the elements or object very easily.

Collection Framework hierarchy

java.util.\*;

Collection -🡪 interface

extends extends extends doesn’t extends

Set List Queue Map

All four are interfaces.

Set : Set is a hold collection of elements. The element can be store in order, unorder or sorted. Set doesn’t allow duplicate.

HashSet , LinkedHashSet and TreeSet : These are classes which internally directly or in directly implements Set interface.

HashSet : It store the elements in unorder manner.

LinkedHashSet : This class internally extends HashSet class and maintain the order.

TreeSet : This class internally implements SortedSet interface and SortedSet interface extends Set interface. So in TreeSet elements are sorted by default ascending order.

TreeSet allow to store only same type of values.

List : it hold the collection of elements. It maintain the order. It allow duplicate.

Stack, ArrayList, LinkedList and Vector are classes internally directly or in directly implements List interface.

Stack : Stack is a type of List API. It is use to achieve First in Last Out.

ArrayList : Normal array is known as fixed memory size and store same type of values. In Normal array adding and remove the elements more complex.

But ArrayList we can store same type of value as well as different type of values.

Arraylist provided methods to add and remove in between element very easily.

LinkedList : In Java by default LinkedList follow double linked list concept.

Linked list use node concept.

![](data:image/png;base64,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)

LinkedList internally implements Queue interface.

Vector : it is a type legacy class. By default all methods in Vector class are synchronized. Performance wise slow but thread safe.

Queue : First In First Out by nature. It allow duplicate elements.

PriorityQuery is a type of Queue which internally implements Queue interface.

PriorityQueye pull the data from queue base upon the priority.

Map : It is use to store the data in key-value pairs. Key is unique and value may be duplicate.

HashMap, LinkedHashMap,TreeMap and Hashtable are classes internally implements Map interface.

HashMap : hold the elements in order manner.

LinkedHashMap : maintain the order.

TreeMap : Ascending order as a key

Hashtable : by default all methods are synchronized.

Retrieve the elements from collection of classes.

forEach or enhanced loop

Iterator

ListIterator

Enumeration

Set API : We can use for each or enhanced loop and Iterator

List API : LinkedList and ArrayList : we can use forEach, Iterator as well as ListIterator.

Iterator forward direction and ListIterator forward as well as backward direction.
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ANT

Maven : maven is known as build tool. Build tool is responsible to compile program, run the program, creating jar or war or ear file, creating documentation, maintain the dependencies, testing the application etc.

Gradle

Every IDE follow different project structure.

API (Application programming interfaces).

Maven is xml base Gradle XML less.

In maven we use pom.xml file (Project Object Model) it is a known as configuration file. which contains all project details.

In maven we use Goal to do some task.

Maven goal

mvn validate

mvn clean

mvn compile

mvn test

mvn install

etc

To set the maven temporary path

First verify java version

java –version or java --version

set path=C:\Program Files\apache-maven-3.6.3\bin;.;%PATH%

To verify maven version

mvn --version

To create simple java project using maven

mvn archetype:generate

after display number ie 1825 (We can create 1825 types projects).

Please hit enter key

Once it display sub option please hit the enter key

groupId : MyProjects

artifactId : ProjectName (SimpleMavenProject)

version : enter the key

packagename : com

if we want to execute any goal we have to open command prompt in that location where pom.xml

mvn validate : this command is use to verify project structure and valid pom.xml file

mvn compile : This command is use to compile the maven project. This compile this target folder create for you which contains .class files.

mvn clean : it delete target folder

to run the application we have to use the command as

mvn exec:java -Dexec.mainClass="com.App"

Now we will create the Maven project using Eclipse IDE

JDBC : Java Database Connectivity :

JDBC is a API (Application Programming interface) which provide set of classes and interfaces which help to connect database (oracle, mysql, db2 or mongo db) through Java technologies.

Java program JDBC database

Steps to connect the database

1. import the package : java.sql.\*; javax.sql.\*;
2. We have to write the methods with exception handling concept (user-defined methods or main class). Because JDBC through checked exception we have to handle it mandatory using try-catch or throws.
3. Load the Driver

Driver is a pre-defined class provided by vendor whose database going to connect.

1. types
   1. Type or JDBC Odbc Bridge Driver (remove from java8 onward).
   2. Type2 or JDBC Native API Driver
   3. Type3 or JDBC Net protocol Driver
   4. Type4 or JDBC thin drive or pure driver.
2. Type 4 driver for Oracle : oracle.jdbc.driver.OracleDriver
3. Type4 driver for MySQL : com.mysql.jdbc.Driver
4. Class.forName(“”) : Class is a pre-defined class name itself is Class which contains forName static method. Which help to load the driver or we can load user-defined class.
5. Establish the connection : DriverManager is a pre-defined class which contains getConnection() static method which takes 3 parameter url, username and password.

getConnection() method return type is Connection interface reference.

1. Create Statement : Types of Statement
   1. Statement
   2. PreparedStatement
   3. CallableStatement

All are interfaces which provide set of methods which help to do operation on table. Like insert, Delete, Update and retrieve.

1. Records
   1. Retrieve : executeQuery() select query : This method return type is ResultSet interface reference.
   2. DML : executeUpdate() insert, delete and update
2. Close the resource properly.

ORM : Object Relation Mapping

Hibernate and JPA

Database -🡪 Employee (Table)

Id,Name,Salary🡪 Column

1,Raj,12000

2, Raju,14000

bean -🡪 Employee (class)

id,name,salary -🡪 properties

constructor

setter and getter methods

toString method

Employee emp = new Employee(1,”Raj”,12000);

Service -🡪 EmployeeService

This class contains pure business logic

Service has dao layer reference.

Dao (Data Access Object )🡪 EmployeeDao

Pure JDBC code

Dao layer not responsible to display the result on console or view.

Main – App

Main 🡪 responsible to take the value through keyboards and

Pass the value to service and from service layer receive the value and display on console.

bean bean

Keyboards / Console --🡪 App.java ---🡪 EmployeeService -----🡪 EmployeeDao ---🡪 Database

Before store pure jdbc code

After retrieve

If we want to apply

Any business logic

Some time we

Want any logic.

Resource layer : This layer is responsible to provide the resource details.

Like database connection.

Resource layer can be Normal java class or properties file or xml file or other etc.

PreparedStatement : It is a type of interface which support parameterized query concept. Using this concept we can pass dynamic value very easily. The performance wise PreparedStatement is faster than Statements(pre-compiled query).

Testing : Testing is use to find the defect or error or bugs in the application.

Java program

Read a, b

Sum = a+a;

Write b;

Testing :

Black box testing

Input Process Output

White box testing

Input Process Output

Unit : unit is use to test the functionality independently. It is use to test code for function or method or class or procedure etc. smallest code to perform a specific task.

Junit 🡪 Junit is third party framework which provide set of API which help to do the testing for java application.

Test suite : This class provide the details for more than one Test case.

Test Case : Test Case class contains more than one function which is use to test individual function functionality.

Java8 Features

From Java8 onwards interface can contains method with body. But method must be default or static.

interface Bank {

void withdraw();

void deposit();

default void gst(){

Sytem.out.println(“Default implementation”);

}

static void si() {

System.out.println(“Static method”);

}

}

class Hdfc implements Bank {

public void withdraw(){}

public void deposit(){}

}

class Sbi implements Bank {

public void withdraw(){}

public void deposit(){}

}

In interface contains default methods with body it is not mandatory to override those methods. But if you want you can override. If interface contains method with static that method we can’t override. But We can use it. Interface static method we have call through interface name.

Functional interface : The interface contains only one abstract method is known as functional interface. It can contains more than one static as well as default methods but only one abstract method.

Inner classes :

Class within another class is known as inner class. types of inner classes

* + 1. Non static inner
    2. Static inner
    3. Anonymous inner class

Static and non static inner class concept we use mainly in event base programming language. In Core Java AWT/swing or Android.

Lambda Express : From Java8 onwards we can use functional programming concept in java using lambda expression. Lambda expression is known as anonymous function or methods. Lambda expression we can use for interfaces and those interfaces must be functional interface.

Syntax

interfaceName refereceName = ()->body;

lambda expression by default return the value without return keyword.

One statement curly braces not requirement and by default return but if multiple line code we have to write curly braces and return explicitly using return keywords.

Top most pre-defined Functional interfaces.

In util package in java8 new sub package introduce ie function

This package contains pre-defined functional interfaces.

1. Function interface : it is a type of functional interface which contains one abstract method ie apply. It take T as a parameter and return R value.
2. Consumer interface : it is a type of functional interface which contains one abstract method ie accept(). It take T as a parameter but no return type.
3. Supplier interface : it is a type of functional interface which contains one abstract method ie get(). It doesn’t take any parameter but return T value.
4. Predicate interface : it is a type of functional interface which contains one abstract method ie test(). Which take T parameter and return boolean value.

Under this different type of functional interface which may type of top most four.

Stream API:

A collection is an in-memory data structure to hold the value and before we start using. All the values should be populated and apply the business logic depending upon the requirements. Where as in Java Stream is a data structure that is computed on-demand. Steam doesn’t store or hold data it operates on the source data structure (collection or array) and produce pipeline data that we can use a perform specific operation.

Source --------🡪 Stream -----🡪Intermediate operator1-🡪intermediate operator2--🡪n🡪terminal operator

Array

Collection

Classes

Intermediate operator return type is stream itself and terminal operator return type is non stream may void , boolean etc. Intermediate operator mainly help to apply business rules.

forEach() function part of Collection interface which takes consumer interfaces reference as parameter.